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Computational Thinking is an essential skillset for participating in and shaping our increasingly 

digital world, and it needs to be explicitly taught in schools. However, teaching material for 

Computational Thinking is sparse, especially for contexts outside of Computer Science. In this 

article, we present our approach to designing the digital learning environment <colette/>, which 

facilitates teaching Computational Thinking in schools. We discuss the design rationale behind the 

four core pillars (app, web portal, didactic content, and teacher training), and illustrate how they 

interact with each other. Communicating our vision of <colette/> will be useful for conceptualizing, 

implementing, and comparing similar digital learning environments. 
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INTRODUCTION 

Computational Thinking (CT) is a term coined by Jeanette Wing in 2006, conceptually defined as: 

Computational thinking is a fundamental skill for everyone, not just for computer scientists. […] 
Computational thinking involves solving problems, designing systems, and understanding human 

behavior, by drawing on the concepts fundamental to computer science. Computational thinking 

includes a range of mental tools that reflect the breadth of the field of computer science. (Wing, 

2006, p.33) 

Since then, several researchers have created more explicit, sometimes incompatible, definitions of 

CT (Weintrop et al. (2016), Fraillon et al. (2020), and see Bocconi et al. 2016 and 2022 for a more 

detailed overview). According to Bocconi et al (2016), who synthesized multiple definitions to find 

a common ground, CT comprises six core skills: Algorithmic Thinking, Debugging, Abstraction, 

Decomposition, Generalization and Automation. 

Abstraction is the skill applied to construct a fitting, mental model for a real-life object by 

discarding unnecessary details. Sometimes it might be helpful to decompose the given problem into 

smaller problems, solving the smaller ones and combining these solutions to a solution of the firstly 

given problem. The skill of writing down the way to a solution by using clearly defined steps such 

that human beings as well as machines can understand and follow them is called Algorithmic 

Thinking. Writing down algorithms also involves mentally working through them step by step to see 

where a problem might occur as well as how the algorithm can be designed better or more 

efficiently, which is called Debugging. Exploiting the fact that machines can perform repetitive 

tasks very well is the concept of Automation. After solving a problem, one may ask if the solution 

can be generalized to a larger set of similar  

Note that CT is not necessarily related to Computer Science (CS); at its core CT simply is a skillset 

for solving problems (Wing, 2006), and can be taught and applied in other scenarios too. Although 

there is a huge movement to include CT in classrooms, it is still  unclear  how to proceed with this. 

Bocconi et al. (2016) suggests that the educator has three options: introducing CT in a new subject, 
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in an already existing subject or as a non-subject related skill but as a cross-curricula theme. It is 

still unclear how to proceed with this. In practice teachers often have to educate themselves on how 

to actually introduce CT in their classes. Coding learning environments such as Scratch, code.org, 

codeHS, pocket code, or MIT app inventor allow teachers to focus on CT in the Computer Science 

context, but do not offer teaching material for CT for other school subjects. This means, as teachers 

do not necessarily need coding expertise, some of them are left behind. In fact teachers ask for easy-

to-use material as one of the biggest hurdles to teaching CT (Borkulo et al., 2020). 

This paper introduces <colette/>, a digital learning environment designed to facilitate the teaching 

of computational thinking (CT) in a variety of school subjects / contexts. The platform comprises 

four core pillars: a web portal for task creation, a smartphone app for task completion, educational 

materials for teachers, and didactic content. By describing these four pillars in detail, we lay out our 

design rationales and outline how the different components of <colette/> interact to create a 

seamless and engaging learning experience. We hope sharing the concept of <colette/> can serve as 

model to inspire the development of digital learning environments, and contribute to the widespread 

adoption of innovative and effective educational tools. 

 

THE DIGITAL LEARNING ENVIRONMENT <COLETTE/> 

<colette/> is a digital learning environment for CT, conceived by a consortium of six organizations 

from five countries (Germany, Austria, the Netherlands, France, Slovakia), partially funded as a 

three-year Erasmus+ project (2020-2023). <colette/> is at the development stage, currently being 

created and refined by working on the material and further adapting the web portal and the app. 

The design of <colette/> consists of four not entirely disjoint pillars (figure 1). The first one is the 

smartphone app which students use to work on the tasks assigned by the teacher and which will be 

downloadable for free. The second is the web portal where teachers act as an author and design the 

learning paths for their students, create new tasks and share best practice. The third one is the 

didactic content, from which teachers can use the given, adaptable Task Families to design their 

own tasks and the fourth one is teacher education. We designed a teacher training which can be 

attended in person or can be watched online. Additionally, a handbook will be made available in the 

near future, guiding teachers to create meaningful learning paths. In Bocconi’s latest report (2022) 

teacher education was mentioned as the biggest challenge educators are facing in the lower 

secondary schools for introducing CT into their classes, warranting the need for CT-specific teacher 

education. 

 

THE 1
ST

 PILLAR: THE APP 

After having seen the rough project idea, we start with the first pillar by looking at <colette/> in 

classrooms in action. We developed the app to be compatible with both tablets and smartphones, 

and it can be downloaded for free on both iOS and Android platforms. By enabling students to use 

their own devices (“Bring-your-own-device” approach), <colette/> eliminates the need for schools 

to invest in expensive technology. Not requiring any account creation allows for a simple and 

streamlined onboarding process. 

The learning environment is meant to host various non-coding exercises to provide a 

comprehensive CT learning experience. However, when coding is involved, a block-based language 

is used, meaning that coding novices have a low threshold to getting started (Weintrop, 2019). 
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Figure 1: The four pillars of the learning environment <colette/>: App, web portal, didactic content, 

and teacher training. 

The app offers an AR-view enabling the students to verify the function of their code before 

submitting it. For example, students can see a 3D structure created by their code and see as a ghost-

view the desired structure, so that students can see which part of their code isn’t working yet. In 

another Task Family a drone executes their code step-by-step and capture images along the way. In 

both Task Families is the CT skill Debugging fostered through the AR view. 

 

THE 2
ND

 PILLAR: THE WEB PORTAL 

We have seen that the app offers the students’ perspective on <colette/>. The web portal acts as an 

authoring tool for the educators letting them adapt the available tasks to their liking. It is designed 

to being easy to use, no coding is needed to create meaningful CT tasks. The didactic content is 

being designed by the consortium so the educators only have to adapt them for their classrooms. 

The web portal guides the educator to create those tasks and paths by giving hints along the way 

facilitating the onboarding for teachers and the creation of learning paths. 
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Teachers are able to register in the web portal and tasks they created can be made accessible for 

other educators. This way, best-practices can be shared easily and will make the work with 

<colette/> even more efficient.  

The web portal gives also access to the handbook which is currently being designed and refined. 

The handbook has two components. The first component is explanatory text and images which can 

be found in the web portal itself. The second component are videos which will be created and 

available in all project languages including English and made accessible on our project website. 

With this guidance and hints in the portal itself we are creating a low threshold learning 

environment for CT not only for students but also for educators themselves. 

 

THE 3
RD

 PILLAR: THE DIDACTIC CONTENT 

The web portal gives access to so called Task Families being a general set of tasks (Stäter et al., 

2023) all having a certain common core. For example, the common core of the Task Family 

Building Cubes is that all derived tasks ask the student to place cubes on a 3D grid building a shape. 

Within this Task Family different Assignment Types are available (figure 2), meaning 

implementation, analysis, find the error, etc. For each of the Assignment Types different Scenarios 

(meaning different structures) can be selected and edited by using the available set of settings (e.g. 

size, position, height). 

 

 

Figure 2: A Task Family includes different Assignment Types (for coding-based Task Families these are 

the Generic Task ideas) and Scenarios which can be edited using different Settings. In this way from 

one Task Family several different tasks can be derived. 

 

When designing tasks specifically fostering CT skills not only in the context of coding and being 

usable in the digital learning environment, certain design choices had to be made. In what follows 

we’ll lay out some design considerations for tasks that can be automatically corrected, created, and 

easily varied. First, we will explain the design concepts for creating CT fostering tasks, then 

considerations for creating coding tasks that will be automatically validated. 

 

Design Concept of Task Families and Their Connection to CT-skills 

For designing the Task Families, we used the backward approach: We had the learning goal in mind 

and created a task that was fitting to offer access to this learning goal (Lyon et al., 2020). Hence, we 
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designed a Task Family having the specific CT skill in mind that students should develop working 

on the given task derived from the specific Task Family. 

For addressing the skill Algorithmic Thinking, e.g., we created among others the Task Family 

Drone where in one of the Assignment Types the students code the flying route of a drone which 

takes pictures on the way of certain spots of a building or structure. Because this Task Family with 

the Assignment Type of Implementation focuses on the design of the algorithm using block-based 

language, we assume that this Task Family will highly address the skill Algorithmic Thinking 

(Milicic et al., 2020). 

Another example for addressing the skill Algorithmic Thinking but without coding is based on 

process diagrams. For this, one can take any real-life process (using a coffee machine, making 

dinner, …) and create a process diagram out of it, explaining this real-life process to any other 

human being or machine. Algorithmic Thinking is fostered as the students must think about each 

small step a computer or another human being would have to execute and find one correct order of 

it. An algorithm, at its core, is nothing else as a set of precise instructions in a given order where 

one produces from given input the desired output. This Task Family is available as an unplugged 

version now and can be used without having any coding experience in nearly every school subject, 

even language lessons (Rottenhofer et al., 2021). 

When making use of the skill Abstraction one takes a real-life situation and takes out any 

unnecessary details to look at a more abstract version of the real world. For addressing this skill, the 

Task Family Graphs was created. In one of its scenarios the student looks at a real-life birds-view 

picture of a city and has to abstract it in such a way that in the end one has a proper graph giving 

only the cities as nods and their distances between them along the vertices (Médova et al., 2022). In 

this process the student creates from the given picture a more abstract version of it in form of a map 

and then abstracting it more getting to the graph. 

 

Connecting Task Families and Generic Tasks 

Generic Task is a concept introduced by Milicic et al. (2020) in which one can create different 

standard CS-tasks simply by using three inputs (figure 3): Algorithm, description, and an optional 

image. Combining these inputs one can create five different output tasks: Implementation, analysis, 

find the error, Parson’s problem (with and without distractors). In <colette/> we use this concept as 

Assignment Types to enrich Task Families that are based on coding. 

Like mentioned above, <colette/> offers a variety of tasks by using the different Task Families. 

Making use of the concept of Generic Tasks offers a bigger set of assignment types. The web portal 

only needs three inputs: Algorithm, description, image. Using these three inputs the portal can 

create five different assignment types simply by either leaving one of the inputs out (e.g. 

Implementation, for this the portal doesn’t show the algorithm to students) or changing one (e.g. 

Find the Error, the portal changes something in the code, like a value, and creates, hence, an error). 

Those different assignment types will be included for all of the coding-based Task Families as 

assignment type. 
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Figure 3: The given input for the task is combined to derive different output tasks. For example, 

taking the input "Algorithm" and "Description" you can design a "Find the Error" task. 

 

THE 4
TH

 PILLAR: THE TEACHER TRAINING 

In the first three pillars, we described the structure of the technology behind <colette/> and the 

didactic material being used in lessons. <colette/> does not only offer this technology and didactic 

material but also educates teachers on how to use this technology in a meaningful way to integrate 

CT in their classrooms. As mentioned previously/above, the lack of adequately trained teachers was 

found to be the biggest challenge for lower secondary level teachers to include CT in their 

classrooms (Bocconi et al., 2022). We hope that the teacher trainings we offer in combination with 

our handbook and openly accessible videos created by the project will help to overcome this 

challenge in the future. 

Teacher trainings are designed as in-person day-long workshops offered regularly by the project 

consortium. The training comprises four modules, best taken in sequence and within close 

proximity (e.g. weeks or months). The schedule of the teacher training is designed such that the 

teacher can familiarize themselves firstly with the technology from the students’ perspective (figure 

4). After having seen the Task Families and the AR-view in action they will start to learn about the 

web portal and how to design meaningful learning paths. In the following sessions the focus will be 

on embedding <colette/> in the classroom, be it the creation of learning paths or the usage of the 

soon to be published digital classroom. 
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Figure 4: The four modules of the teacher training. The educator starts with the students' perspective, 

gets to know the authoring tool (the web portal) and starts creating meaningful learning paths. Lastly, 

educators will learn about the possibilities on how to embed <colette/> in their regular classes. 

 

HOW THE PILLARS WORK TOGETHER 

After having seen what the pillars are meant for and which area of the learning environment they 

are defining, we are now looking at their interactions and how they are the base for <colette/> 

(figure 4). 

The teacher can attend one of our teacher trainings to know better what CT is and how they can 

integrate this concept in their lessons using <colette/>. The educator has, hence, learned how to use 

the web portal and create meaningful CT learning paths. 

The first and second pillar, so the app and the web portal, are the ones actively being used in and for 

the lessons. The educator uses the web portal to create learning paths which will then be worked at 

by the students using the app. 

The third pillar, the didactic content, is mainly created by the project consortium and is then adapted 

by the educators to fit their curriculums best. Easy-to-use material is one of the teachers’ requests 

for a better inclusion of CT in their classrooms (Borkulo et al., 2020). For this matter are the tasks 

presented as blueprints which makes it easy to use. The educators can adapt this material to their 

liking and curriculum. 

 

OUTLOOK 

Having described the four pillars, their interaction and concepts behind them, we hope that the 

communication of the design of this learning environment will be useful for conceptualizing similar 

digital learning environments, being it for CT tasks or for fostering other skills. In our point of 

view, the teacher training is not only a good dissemination activity but it is an important and 

valuable resource for feedback. Teachers and their students are the target group so we need to have 

their needs in mind implementing and designing the learning environment. 

In the remaining project lifetime, we plan on adding more Task Families (like interpolation of 

functions or linear patterns) in the portal and as unplugged Task Families. This way we are opening 

<colette/> to a broader spectrum of school subjects. Besides more Task Families, more assignment 

types following the idea of Generic Tasks will be added as well, using the potential of connecting 

the idea of Task Families and Generic Tasks. 
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A feature called Digital Classroom will be included in March 2023 and will help teacher including 

<colette/> in their offline classrooms. In this digital classroom students can send teachers their 

solutions, asking questions and the teacher can see the progress students are making. In the next 

upcoming months several teacher trainings in the project countries will be conducted as well as a 

teacher conference in July in Linz. 

More information about the project and its progress can be found on the website colette-project.eu. 
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